**Experiment No. 2**

**Title:** **Implementation of class with constructors, destructor and getter-setter methods**

**Batch:B2 Roll No.:16010421091 Experiment No.:2**

**Aim**: Define a class named ‘Complex’ which stores the real part ‘a’ and imaginary part ‘b’ of a complex number and perform the following:

1. Define parameterized and copy constructors in the class
2. Define destructor in the class
3. Define getter-setter functions in the class
4. Define following functions:
5. display ( ) – to print complex number in the form of ‘a + bi’
6. increment ( ) – to increment value of real part ‘a’ and imaginary part ‘b’ by 1
7. add ( ) – to add two complex numbers
8. multiply( ) – to multiply two complex numbers

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Resources needed: Text Editor, C++ compiler**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

### Theory:

**Classes**

A Class is a plan which describes the object. We call it as a blue print of how the object should be represented. It defines what the class name means, that is, what an object of the class will consist of and what operations can be performed on such an object. A class is to an object, as a blueprint is to a building.

Syntax:

class class\_name

{

access specifier:

data members

member functions

};

**Objects**

Any real world entity which can have some characteristics or which can perform some work is called as Object. An Object is an instance of the class. Each Object consist of

* Attributes/Characteristics/Properties
* Behaviour/Function/method

Syntax:

class\_name object\_name

The members of a class are accessed using (.) dot operator as

Objectname.member

**Constructor**

It is a member function which initializes a class. A constructor has:

(i) the same name as the class itself

(ii) no return type

A constructor is called automatically whenever a new instance of a class is created. The constructor should be declared in the public section only.

**Constructor Overloading**

More than one constructor can be defined in a class, as long as each has a different list of arguments

Let us consider a class rectangle as shown below:

class rectangle

{

private:

float height;

float width;

int xpos;

int ypos;

public:

void draw();

};

**Default Constructor:** If a constructor is not specified, the compiler generates a default constructor. It expects no parameters and has an empty body.

Default Constructor for the rectangle class:

rectangle()

{

}

**Parameterized Constructor:** It is a constructor that can take parameters. The parameters of a parameterized constructor can be any type except the class name to which it belongs to.

Parameterized Constructor for the rectangle class:

rectangle(float w, float h) //constructor definition

{

height = h;

width = w;

xpos = 0;

ypos = 0;

}

int main()

{

rectangle r1(200,300); //calling the constructor

return 0;

}

Parameterized Constructor with default argument for the rectangle class:

rectangle(float w, float h = 100) //constructor definition

{

height = h;

width = w;

xpos = 0;

ypos = 0;

}

int main()

{

rectangle r1(200); //calling the constructor

return 0;

}

**Copy Constructor:** A Copy Constructor is a special type of constructor which initializes all the data members of the newly created object by copying the contents of an existing object. It accepts a reference to its own class as a parameter.

Copy Constructor for the rectangle class:

rectangle(rectangle &t)//constructor definition

{

height = t.height;

width = t.width;

xpos = t.xpos;

ypos = t.ypos;

}

int main()

{

rectangle r1; //calling the default constructor

rectangle r2(r1); //calling copy constructor

return 0;

}

**Destructor**

A destructor is a member function having same name as that of its class preceded by ~(tilde) sign and which is used to destroy the objects that have been created by a constructor. It is implicitly invoked when an object’s scope is over.

Example: ~rectangle()

{

}

Class Diagram:

![](data:image/png;base64,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)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Results: (Program with snapshot of output)**

**#include<iostream>**

**#include<cmath>**

**using namespace std;**

**class Complex**

**{**

**public:**

**int a;**

**int b;**

**Complex(int real,int img)//Parametrized Constructor**

**{**

**a = real;**

**b = img;**

**}**

**~Complex()**

**{**

**cout<<"Finished!!"<<endl;**

**}**

**int getreal()//Getter Function**

**{**

**return a;**

**}**

**int getimg()//Getter Function**

**{**

**return b;**

**}**

**void add(Complex c)**

**{**

**//Adding two Complex numbers**

**int add\_a,add\_b;**

**add\_a = c.a + a;**

**add\_b = c.b + b;**

**cout<<"Addition is: "<<add\_a<<" + "<<add\_b<<"i"<<endl;**

**}**

**void multiply(Complex c)**

**{**

**//Mulitplying two complex numbers**

**int mult\_a,mult\_b;**

**mult\_a = a\*c.a - b\*c.b;**

**mult\_b = a\*c.b + b\*c.a;**

**cout<<"Multiplication is: "<<mult\_a<<" + "<<mult\_b<<"i"<<endl;**

**}**

**};**

**int main()**

**{**

**Complex c1(9,9);**

**Complex c2(6,6);**

**Complex c3 = c2;//Copy Constructor**

**cout<<c1.getreal()<<endl;**

**cout<<c2.getreal()<<endl;**

**cout<<c1.getimg()<<endl;**

**cout<<c2.getimg()<<endl;**

**c1.add(c2);**

**c1.multiply(c2);**

**}**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Test Cases (minimum 5 test cases required):**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Sr. No.** | **Sample Input** | **Sample Output** | **Description** | **Test Case Type (general/special)** | **Pass/Fail** |
| **1.** | **Complex c1(3,4);**  **Complex c2(5,8);** | **Addition is: 8 + 12i**  **Multiplication is: -17 + 4** |  | **General** | **Pass** |
| **2.** | **Complex c1(12,5);**  **Complex c2(3,7);** | **Addition is: 15 + 12i**  **Multiplication is: 1 + 99i** |  | **General** | **Pass** |
| **3.** | **Complex c1(1,2);**  **Complex c2(5,6);** | **Addition is: 6 + 8i**  **Multiplication is: -7 + 16i** |  | **General** | **Pass** |
| **4.** | **Complex c1(0,0);**  **Complex c2(2,3);** | **Addition is: 2 + 3i**  **Multiplication is: 0 + 0i** |  | **General** | **Pass** |
| **5.** | **Complex c1(12,5);**  **Complex c2(3,7);** | **Addition is: 15 + 15i**  **Multiplication is: 0 + 108i** |  | **General** | **Pass** |

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Questions:**

1. Compare the class in C++ with a structure in C

Structures are value types; classes are reference types. A variable of a structure type contains the structure's data, rather than containing a reference to the data as a class type does.

Structures use stack allocation; classes use heap allocation.

All structure elements are Public by default; class variables and constants are Private by default, while other class members are Public by default. This behavior for class members provides compatibility with the Visual Basic 6.0 system of defaults.

A structure must have at least one nonshared variable or nonshared, noncustom event element; a class can be completely empty.

Structure elements cannot be declared as Protected; class members can.

A structure procedure can handle events only if it is a SharedSub procedure, and only by means of the AddHandler Statement; any class procedure can handle events, using either the Handles keyword or the AddHandler statement. For more information,

Structure variable declarations cannot specify initializers or initial sizes for arrays; class variable declarations can.

2. Define a class named ‘Account’ which stores following data: Name of Account Holder, Account Number and Balance. Define withdraw( ), deposit( ) and viewBalance( ) functions in the class and use them appropriately in main( ) to perform operations with 2 accounts.

#include <iostream>

using namespace std;

class Acc

{

public :

int amtinacc;

int amtdep;

int withdrawal, value;

void accountnumber()

{

float accnum;

cout<<"Enter your account number : ";

cin>>accnum;

cout<<"Enter the amount in your bank acc : ";

cin>>amtinacc;

cout<<amtinacc;

}

void withdraw()

{

cout<<"enter the amount you want to withdraw : ";

cin>>withdrawal;

if (withdrawal>amtinacc)

{

cout<<"INSUFFICIENT BALANCE";

}

else

{

value = amtinacc - withdrawal;

cout<<"Now you acc balance is : "<<value<<endl;

}

}

void Deposit()

{

cout<<"enter the amount to deposit";

cin>>amtdep;

amtinacc = amtinacc + amtdep;

cout<<"Total amt : "<<amtinacc<<endl;

}

void Checkbalance()

{

cout<<"Your account balance is : "<<value<<endl;

}

};

int main()

{

Acc a1;

a1.accountnumber();

a1.Deposit();

a1.withdraw();

a1.Checkbalance();

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Outcomes:**

Initializing Class Objects: Constructors, Using Default Arguments With Constructors, Using Destructors, Classes : Const(Constant) Object And Const Member Functions, Object as Member of Classes, Friend Function and Friend Classes, Using This Pointer, Dynamic Memory Allocation with New and Delete, Pointers to objects, Static Class Members, Container Classes And Integrators, Proxy Classes, Function overloading.

--------------------------------------------------------------------

**Conclusion: (Conclusion to be based on the outcomes achieved)**

From this experiment we can conclude that:

1. We have learnt about creating basic classes and objects in OOP.
2. We have learnt about creating default, parametrized and copy constructors.
3. We have learnt about creating destructors and using getter and setter functions.
4. We have applied all the concepts into a program and implemented them thoroughly.

**Grade: AA / AB / BB / BC / CC / CD /DD**

Signature of faculty in-charge with date

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
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